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Abstract

(I) Given a segment-cuttable polygon $P$ drawn on a planar piece of material $Q$, we show how to cut $P$ out of $Q$ by a (short) segment saw with a total length of the cuts no more than 2.5 times the optimal. We revise the algorithm of Demaine et al. (2001) so as to achieve this ratio.

(II) We prove that any collection $R$ of $n$ disjoint axis-parallel rectangles drawn on a planar piece of material $Q$ is cuttable by at most $4n$ rays and present an algorithm that runs in $O(n \log n)$ time for computing a suitable cutting sequence. In particular, the same result holds for cutting with an arbitrary segment saw (of any length).

(III) Given a collection $\mathcal{P}$ of segment-cuttable polygons drawn on a planar piece of material such that no two polygons in $\mathcal{P}$ touch each other, $\mathcal{P}$ is always cuttable by a sufficiently short segment saw. We also show that there exist collections of disjoint polygons that are uncuttable by a segment saw.

(IV) Given a collection $\mathcal{P}$ of disjoint polygons drawn on a planar piece of material $Q$, we present a polynomial-time algorithm that computes a suitable cutting sequence to cut the polygons in $\mathcal{P}$ out of $Q$ using ray cuts when $\mathcal{P}$ is ray-cuttable and otherwise reports $\mathcal{P}$ as uncuttable.
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1. Introduction

The problem of efficiently cutting out a simple polygon $P$ drawn on a planar piece of material (such as wood, paper, glass) $Q$, was introduced by Overmars and Welzl in their seminal paper [20] from 1985. Since then, the problem has attracted the interest of many computational geometers.

A saw cut may split (divide) $Q$ into a number of pieces—those that lie left of the cut and those that lie right of the cut. In some situations, the saw may stop short of splitting $Q$, in which case, the material remains as one solid piece. In any case we do not allow a cut to run through the interior of $P$. Several variants have been studied, primarily depending on the cutting tools used [1, 3, 5, 7, 10–14, 20, 23]: line cuts, ray cuts and segment cuts; they are described subsequently. In saw cutting, i.e., in all three models above, turns are impossible. The type of tool used in cutting determines the class of polygons that can be cut within that model.

\textsuperscript{1}For brevity, a \textit{collection of disjoint polygons} refers to a collection of polygons with pairwise disjoint interiors.
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The measures of efficiency commonly considered in polygon cutting are the total length of the cuts and the total number of cuts. Polygon cutting problems are useful in industry applications such as metal sheet cutting, paper cutting, furniture manufacturing and numerous other areas of engineering, where smart cutting techniques with high efficiency may result in the reduction of production costs. For instance, reducing the total length of the cuts may result in lesser power requirement and extend the life of the cutting tool. Similarly, reducing the total number of cuts may save cutting time and extend the life of the cutting tool.

1.1. Line cuts, ray cuts, and segment cuts

A line cut (also called a guillotine cut) is a line that does not go through $P$ and divides the current piece of material containing $P$ (initially $Q$) into two pieces. For cutting $P$ out of $Q$ by line cuts, $P$ must be convex. An instance of a cutting sequence using line cuts appears in Figure 1. The most studied efficiency measure for line cutting is the total length of the cuts and several approximation algorithms have been obtained \cite{1, 3, 5, 7, 10–13, 20, 23}, including a PTAS proposed by Bereg et al. \cite{3}.

![Figure 1: Cutting a convex polygon $P$ out of $Q$ using 5 line cuts.](image)

A ray cut comes from infinity and can stop at any point outside $P$, again, not necessarily splitting the piece of material into pieces. Ray cuts are usually used to cut out non-convex polygons; however, not all non-convex polygons can be cut by ray cuts. The following observation gives a necessary and sufficient condition for ray-cuttability, in the case of a single polygon; see Figure 2. Several approximation algorithms can be found in \cite{7, 10, 11, 23}.

![Figure 2: Left: a ray-cuttable polygon. Right: a polygon which is not ray-cuttable or segment-cuttable.](image)

**Observation 1.** A polygon $P$ drawn on a planar material is ray-cuttable if and only if every edge of $P$ that has some material adjacent to it, can be extended to infinity from one of its endpoints without passing through the interior of $P$.

A segment cut is similar to a ray cut, but is not required to start at infinity, it may start at some finite point. The segment saw (also referred to as circular saw in \cite{11}) is abstracted as a line segment, which cuts through material when moved along its supporting line. Before executing a segment cut, the saw needs to be placed. A small example of a cutting sequence appears in Figure 3. Recall that saw turns are impossible during a cut; however, if a small free space within $Q$
is available, a segment cut can be initiated there by maneuvering (i.e., rotating) the saw. The space required for maneuvering the saw is proportional to the length of the saw. The problem of cutting a polygon by a segment saw was introduced by Demaine et al. [11] in 2001. The authors gave a characterization of the class of polygons cuttable by a (possibly short) segment saw: a polygon is cuttable in this model, i.e., by a sufficiently short segment saw, if and only if it does not have two adjacent reflex vertices (with interior angle $> \pi$).

Note that ray-cuttablility is not equivalent with segment-cuttablility. For instance the polygon $P$ in Figure 3 is segment-cuttable but not ray-cuttable; indeed, the condition specified by Observation 1 is not fulfilled by two edges of $P$ at the bottom of the pocket.

For ease of analysis the length of the saw is assumed to be arbitrarily small, i.e., the segment abstracting the saw is as short as needed. Consequently, a segment cut can be initiated from an arbitrarily small available free space. In this model, several parts may result after a cut is made, and any of them can be removed (lifted) from the original plane. Moreover, free space may appear within the pieces of material from where future segment cuts can be initiated. The cutting process may continue independently on any of the separated pieces of material, if resulting parts contain subcollections of a larger collection to be cut out.

1.2. Our results and related work

Demaine et al. [11] presented an algorithm for cutting $P$ out of its convex hull using segment cuts with a total number of cuts and total length of the cuts within constant factors of the respective optima. With regard to the total number of cuts, this number is within 2.5 times the respective optimum. Dumitrescu and Hasan [14] improved the approximation ratio on the total number of cuts from 2.5 to 2. Moreover, the new approximation guarantee is in a stronger sense than that offered by Demaine et al. [11]. While theirs achieves ratio 2.5 for cutting out $P$ from its convex hull, the algorithm in [14] achieves ratio 2 for cutting out $P$ from any enclosing polygon $Q$.

With regard to the total length measure of the cuts, Demaine et al. [11] reported that their algorithm achieves the same ratio, 2.5, as for the total number of cuts. Here we point out that the approximation factor on the total length of the cuts for their algorithm (as implied by their proof) is in fact 3. In Section 2 we show that with a little care, one can recover the claimed ratio 2.5; it requires a small change in their algorithm to obtain:

**Theorem 1.** Given a segment-cuttable polygon $P$, drawn on a planar piece of material $Q$, $P$ can be cut out of $Q$ by an arbitrarily short segment saw with the total length of the cuts within 2.5 times the optimum.

We now proceed to our main results regarding collections of polygons. In the conclusion of their paper, Demaine et al. [11] left several open questions. Here we focus on one of them: “What
collections of nonoverlapping polygons in the plane can be simultaneously cut out by a circular saw?\[^2\] The authors remarked that the problem is nontrivial when some of the polygons share edges. We study the case of axis-parallel rectangles in Section 3, where it is shown that the answer is always positive. Moreover, Section 4 gives evidence that the problem is nontrivial even if the polygons do not share edges.

A collection \( \mathcal{P} \) of disjoint polygons drawn on a planar piece of material is \textit{segment-cuttable} (or cuttable by segments) if there exists a sequence of segment cuts after which every polygon in the collection is cut out (along its sides) as a separate piece. Otherwise, we say that the collection is \textit{uncuttable} by segments. Cuttability with other tools (such as arbitrarily short segment saw, rays or lines) are defined similarly. The following observations are in order.

1. If a collection of polygons is cuttable by rays, then it is also cuttable by a segment saw of any length.
2. If a collection of polygons is cuttable by lines, then it is also cuttable by rays.
3. If a collection of polygons is cuttable by a segment saw (segment) \( s \) of length \( |s| \), then it is also cuttable by any segment saw of smaller length.

It is easy to draw collections of disjoint convex polygons (even with axis-parallel rectangles) that are uncuttable by line cuts. Motivated by this state of affairs, Pach and Tardos have studied the problem of separating a large subfamily from a given family of pairwise disjoint compact convex sets on a sheet of glass, using line cuts \[^{21}\]. For the case of axis-parallel rectangles, the authors show how to separate a subcollection with \( \Omega(n/\log n) \) members out of given \( n \). From the other direction, there exist instances of \( n \) rectangles such that at most \( cn \) of them can be separated in this model, where \( c < 1 \) is a positive constant. Far weaker guarantees, sublinear in \( n \), can be made for arbitrary convex polygons. For other related results see \[^{2, 8, 9, 18, 22}\]. In Section 3 we prove:

**Theorem 2.** Given a collection \( \mathcal{R} \) of \( n \) disjoint axis-parallel rectangles drawn on a planar piece of material, \( \mathcal{R} \) is cuttable by rays, so in particular by a segment saw of any length. The cutting sequence can be computed in \( O(n \log n) \) time and uses at most \( 4n \) ray cuts, which is optimal in the worst case.

In Section 4 we exhibit some uncuttable collections of disjoint polygons.

**Theorem 3.** There exist collections of disjoint polygons that are uncuttable by any segment saw. Such collections can be realized with convex or not necessarily convex polygons, and even with rectangles, or triangles.

On the other hand we have the following positive result (in Section 4).

**Theorem 4.** Given a collection \( \mathcal{P} \) of segment-cuttable polygons drawn on a planar piece of material such that no two polygons in \( \mathcal{P} \) touch each other, \( \mathcal{P} \) is always cuttable by a sufficiently short segment saw.

In Section 5 we prove:

**Theorem 5.** Consider a collection \( \mathcal{P} \) of \( k \) disjoint polygons with \( n \) vertices in total drawn on a planar piece of material \( Q \). Then there exists an algorithm that computes in \( O(n^6) \) time a suitable sequence of ray cuts for cutting the polygons in \( \mathcal{P} \) out of \( Q \) when \( \mathcal{P} \) is ray-cuttable and otherwise reports \( \mathcal{P} \) as uncuttable.

The same algorithm can be adapted to the case of line cuts resulting in a faster running time of \( O(n^4) \). We conclude in Section 6 with some open problems.

\[^2\]Recall, this means cuttable by some (possibly short) segment saw.
2. Cutting out a single polygon using a segment saw

In this section we prove Theorem 1. Let \( \text{OPT} \) and \( \text{ALG} \) denote the lengths of an optimal cutting sequence and that of a given algorithm being analyzed. We first show that the approximation algorithm of Demaine et al. [11] for cutting out a polygon achieves ratio 3 in the length measure. Moreover, this ratio cannot be improved as long as one uses the trivial lower bound on \( \text{OPT} \) given by the perimeter of \( P \).

The algorithm cuts the polygon \( P \) out of its convex hull, \( \text{conv}(P) \), by following the boundary of \( P \) (in a chosen fixed direction, clockwise or counterclockwise) and removing the material in the pockets of \( P \) (the maximal connected components of \( \text{conv}(P) \setminus P \)). The pockets of \( P \) are thereby cut out sequentially; we refer the reader to [11] for details. Note that reflex vertices in a pocket \( K \) correspond to convex vertices of the target polygon \( P \), and vice versa. By the characterization of Demaine et al. [11], \( P \) is cuttable by a (short) segment saw if and only if no two reflex vertices of \( P \) are consecutive; equivalently, no two convex vertices of any pocket \( K \) are consecutive.

Let \( a_i \) and \( b_i \) (in this order) be the two edges incident to a convex vertex of \( K \), along the chosen direction. By the above characterization, any two terms \( a_i \) and \( b_j \) are disjoint, i.e., they denote distinct edges of \( K \). Let \( i = 1, \ldots, k \) be the sequence of convex vertices along the same direction. Write \( A = \sum_{i=1}^{k} |a_i| \) and \( B = \sum_{i=1}^{k} |b_i| \). The cutting algorithm (illustrated in [11, Figure 5, p. 74]) gives a cost arbitrarily close to \( 2A + 3B \), while obviously \( \text{OPT} \geq A + B \) (the trivial lower bound on \( \text{OPT} \)). If \( A \to 0 \) and \( A \ll B \) then the ratio can be arbitrarily close to 3:

\[
\frac{\text{ALG}}{\text{OPT}} \leq \frac{2A + 3B}{A + B} = 2 + \frac{B}{A + B} \rightarrow 3.
\]

Moreover, such a polygon (with \( A \to 0 \) and \( A \ll B \)) can be constructed by choosing small \( |a_i| \) and large \( |b_i| \) in the pockets and minimizing other parts on the perimeter in comparison with the pockets. See Figure 4.

The revised algorithm chooses the best direction for cutting out each pocket \( K \) from the two possible, clockwise or counterclockwise, namely the direction for which \( A \geq B \). Recall that the
cutting algorithm gives a cost arbitrarily close to $2A + 3B$, while $\text{OPT} \geq A + B$. Hence the ratio is arbitrarily close to
\[
\frac{\text{ALG}}{\text{OPT}} \leq \frac{2A + 3B}{A + B} = 2 + \frac{B}{A + B} \leq 2.5,
\]
as desired.

**Saw Length.** As remarked by Demaine et al. [11], it would be interesting to compute the length of the largest segment saw that can be used to cut out a cuttable polygon. While this question remains unresolved, the following observation gives an easy upper bound.

**Observation 2.** Let $P$ be a segment-cuttable polygon drawn on a piece of material $Q$ (in its interior) and $E$ be the set of its edges. Let $l_1(e)$ and $l_2(e)$ be the lengths of the two extensions of $e \in E$ at both endpoints until they intersect the interior of $P$ and let $L(e) = \max\{l_1(e), l_2(e)\}$. If an extension does not intersect the interior, we consider its length to be infinity. If $L$ is the maximum length of a segment saw that can be used to cut $P$ out of $Q$, then

\[
L \leq \min_{e \in E} L(e).
\]

**Proof.** For an illustration refer to Figure 5. To remove the material adjacent to an edge $e$, we need to place the saw on one of the extensions of $e$ and the maximum length of the saw that can be used for $e$ is the maximum of the lengths of the two extensions, i.e., $L(e)$. Since a fixed length saw is used for every edge of $P$, we need to take the minimum of all $L(e), e \in E$.

3. Cutting out a collection of axis-parallel rectangles using a segment saw

In this section we prove Theorem 2. As it turns out, the problem of cutting out a collection of axis-parallel rectangles by a segment saw is very much related to the problem of separating such a collection by moving the rectangles, one at a time, to infinity, using translations. We start by recalling the following classical result of Guibas and Yao [17] concerning translations of rectangles in a common direction.

**Lemma 1** (Guibas and Yao [17]). Let $\mathcal{R}$ be any set of $n$ disjoint axis-parallel rectangles in the plane, and $\theta$ be any direction. Then there is an ordering $R_1, \ldots, R_n$ of the rectangles such that $R_i$ can be moved continuously to infinity in direction $\theta$ without colliding with the rectangles $R_j$, $1 \leq i < j \leq n$. Such an ordering can be computed in $O(n \log n)$ time.

The reader can verify that the proof of Lemma 1 in [17] implies the following stronger result; see also [15, Lemma 3].
Lemma 2 (Guibas and Yao [17]). For any set of \( n \) disjoint axis-parallel rectangles in the plane, there is an ordering \( R_1, \ldots, R_n \) of the rectangles such that \( R_i \) can be moved continuously to infinity in any direction between 0 and \( \pi/2 \) without colliding with the rectangles \( R_j \), \( 1 \leq i < j \leq n \). Such an ordering can be computed in \( O(n \log n) \) time.

In Lemma 2 the set of directions under discussion make the closed interval \([0, \pi/2]\). It is now convenient to reformulate this lemma in terms of our interest.

Notation. Given two points \( p, q \in \mathbb{R}^2 \), \( p \) dominates \( q \) if the inequalities \( x(p) > x(q) \) and \( y(p) > y(q) \) hold among their \( x \)- and \( y \)-coordinates. Given two axis-parallel rectangles \( R', R'' \), write \( R'' >_x R' \) if there exists a vertical line that separates \( R' \) and \( R'' \), so that \( R' \) lies in the left (closed) halfplane and \( R'' \) lies in the right (closed) halfplane determined by the line.

Lemma 3. For any set of \( n \) disjoint axis-parallel rectangles in the plane, there is an ordering \( R_1, \ldots, R_n \) of the rectangles such that \( R_i \) is unblocked in any direction between 0 and \( \pi/2 \) by any of the rectangles \( R_j \), \( 1 \leq i < j \leq n \). Such an ordering can be computed in \( O(n \log n) \) time.

To be precise, \( R_i \) is unblocked in any direction between 0 and \( \pi/2 \) by any of the rectangles \( R_j \), \( i < j \leq n \), if and only if no vertex of such a rectangle dominates the lower left corner of \( R_i \); see Figure 6.

![Figure 6: R is unblocked hence it is cuttable.](image)

The two-step algorithm from [17] for computing the order is as follows.

**Step 1:** Sort the rectangles by decreasing order of their \( y \)-coordinate of the top side; let \( R_1, \ldots, R_n \) be the resulting order.

**Step 2:** Start with an empty list \( L \) and add the rectangles \( R_i \), for \( i = 1, \ldots, n \), in this order. Place each new rectangle \( R \) in the first (i.e., leftmost) position in \( L \) consistent to the constraint that \( R >_x S \) for every rectangle \( S \) following \( R \) in \( L \).

An illustration of the ordering produced appears in Figure 7. An obvious implementation of Step 2 takes \( O(n^2) \) time, however, Guibas and Yao [17] showed that it is possible to use balanced trees in a non-trivial way to reduce the time to \( O(n \log n) \). Consequently, the two-step algorithm runs in \( O(n \log n) \) time. Using the ordering guaranteed by Lemma 3, we get our desired result.

Proof of Theorem 2. We use the ordering provided by Lemma 3 and cut out rectangles one by one in this order; there are \( n \) iterations, \( i = 1, \ldots, n \). The following invariant is maintained: in iteration \( i \), rectangles \( R_1, \ldots, R_{i-1} \) have been cut out (i.e., each has detached on a separate piece of material), and the current piece of material contains the subcollection \( R_i, \ldots, R_n \). Observe that in iteration \( i \), rectangle \( R_i \) is unblocked in any direction between 0 and \( \pi/2 \), hence it is cuttable as follows; refer again to Figure 6.
We execute two ray cuts from infinity (or from the boundary of the material): one vertical (going down) and one horizontal (going left); the two cuts meet at the lower left corner of $R_i$. Further, each ray cut is extended until it hits the interior of a rectangle or the boundary of the current piece of material. The effect is detaching $R_i$ from the piece of material containing the remaining rectangles $R_j$, $i < j \leq n$. The piece containing $R_i$ contains no other rectangles, so two more cuts along two sides of $R_i$ suffice to completely separate $R_i$ completely, for a total of at most 4 cuts per rectangle. The process is continued until all rectangles are cut out in this way, with at most $4n$ cuts overall.

Clearly some collections require at least 4 cuts for each rectangle, e.g., if no two rectangle sides are collinear, for a total of at least $4n$ cuts. Hence the number of cuts executed in the algorithm is worst-case optimal.

Remark. There are cases when as few as $\Theta(\sqrt{n})$ cuts suffice, for instance when the rectangles are arranged in a square grid formation with their sides aligned.

4. Cuttable and uncuttable collections by a segment saw

It is easy to exhibit collections of disjoint polygons that are uncuttable by a segment saw, especially if one uses non-convex polygons or convex polygons with many sides. The problem becomes more interesting when one restricts the number of sides of the polygons or their shape. In this section we prove Theorem 3. An uncuttable collection of rectangles (in arbitrary orientations) is shown in Figure 8 (left); this example has $n = 12$ rectangles, 6 drawn on the sides of a regular hexagon in its exterior, and 6 drawn in its interior. A similar pattern can be realized for every $n \geq 10$ (with $\lfloor n/2 \rfloor$ rectangles on the outer boundary of the union and the remaining $\lceil n/2 \rceil$ inside). Observe that every possible cut that can be initiated from outside is blocked by one of the small rectangles; moreover, all intersecting cuts are incident to some tangency point between two consecutive outer rectangles. Hence none of the rectangles can be separated. In contrast, the similar looking construction with $n = 7$ rectangles shown in Figure 8 (right) is cuttable by rays,
hence in particular, by a segment saw of any length. This particular example has \( n = 7 \) rectangles, 6 drawn on the sides of a regular hexagon in its exterior, and one drawn in its interior. Start by separating \( R_1 \) by using two ray cuts aligned with the long sides of its left and right neighbor rectangles. Observe that these two rays cross each other, so the piece of material containing the top rectangle can be detached. Once one of the rectangles has been cut out separately, the rest can be easily cut out one by one, and so can the entire collection.

If we slightly modify the placements of the rectangles in Figure 8 (left) so that no two rectangles touch each other, as shown in Figure 9 (left), then the resulting collection becomes cuttable using a segment saw. Indeed, every outer rectangle can be separated out as shown in Figure 9 (right). Next, using a similar approach, the inner rectangles can also be separated out. After separation, it is easy to remove any material adjacent to an edge of a rectangle.
This approach can be applied to any collection of segment-cuttable polygons where no two polygons touch each other. Separation can be achieved by using double cuts as shown in Figure 10. After separation, the individual polygons can be cut out using the algorithm from [11]. We have thereby proved Theorem 4.

An uncuttable collection of triangles is shown in Figure 11 (left). Such collections can be also realized with a larger number of triangles. For any $k \geq 4$, it is straightforward to draw uncuttable $k$-gon collections using $k + 1$ polygons $P_0, P_1, \ldots, P_k$. Constructions for $k = 4$ and $k = 6$ are shown in Figure 11 (middle and right).

Remarks. It is interesting to observe that separability by translations in a single direction holds for any collection of disjoint convex bodies; see also [4, Theorem 1], [15, Lemma 1], [19, Theorem 8.7.2]. Theorem 6 below appears in the work of Fejes Tóth and Heppes [16], but it can be traced back to de Bruijn [6]; the algorithmic aspects of the problem have been studied by Guibas and Yao [17].

Theorem 6. [6, 15, 17] Any set of $n$ convex objects in the plane can be separated via translations all parallel to any given fixed direction, with each object moving only once. If the top and bottom points of each object are given, an ordering of the moves can be computed in $O(n \log n)$ time.

In general, separability via translation does not imply cuttability. Observe that the collections in Figures 8 (left) and 11 are not cuttable by a segment saw although they can be separated via translations along any fixed direction as stated in Theorem 6. On the other hand, the broader variant of separability for axis-aligned rectangles stated in Lemma 2 (so that $R_t$ can be translated along any direction in the first quadrant) finally allows cuttability by rays for any family of axis-parallel rectangles.

5. Cutting out a collection of polygons using ray cuts

In this section we prove Theorem 5. Consider a collection $\mathcal{P}$ of $k$ disjoint polygons $P_1, \ldots, P_k$, with $n$ vertices in total, drawn on a planar piece of material $Q$. Recall that a ray cut comes from
infinity and can stop at any point. We may assume that each $P_i$ is ray-cuttable by itself; otherwise the collection is not ray-cuttable. (Note that a collection of convex polygons is not necessarily ray-cuttable; see Figure 11.)

We present a polynomial-time algorithm that computes a suitable cutting sequence to cut the polygons in $P$ out of $Q$ using ray cuts when $P$ is ray-cuttable and otherwise reports $P$ as uncuttable.

A subcollection of polygons $P' \subset P$ drawn on a piece of material $Q' \subset Q$ is called separated if $Q'$ is already detached from $Q$ after executing a sequence of ray cuts. Observe that a ray cut can produce multiple (separated) subcollections; in that case, we say that the ray cut achieves some separation. In order to cut out the polygons in $P$, it is necessary to separate out every polygon in the given collection.

When two ray cuts $r, r'$ meet at a point $p$, the non-reflex angle between the ray cuts at $p$ is called their internal angle and is denoted by $\theta(r, r')$. The wedge-shaped piece of material enclosed by $r, r'$ when $\theta(r, r')$ is considered is denoted by $W(r, r')$; see Figure 12.

By slightly abusing the notation, we refer to the current piece of material as $Q$ and the subcollection present on $Q$ as $P$. Consider a sequence $S$ of ray cuts executed on $Q$. We assume that the detached pieces of $Q$, with or without polygons, are removed immediately after separation and are handled independently. Furthermore, we extend any ray cut $r \in S$ until it hits the interior of a polygon in $P$ or the boundary of $Q$.

A separating ray is a ray cut $r \in S$ executed on $Q$ such that its endpoint is on the boundary of $Q$ and each side of $r$ contains a proper polygon subcollection of $P$. A separating pair (of rays) is a pair of meeting ray cuts $r, r'$ in $S$ executed on $Q$ such that $W(r, r')$ contains a proper polygon subcollection of $P$ and $r, r'$ are not separating rays. Refer to Figure 12 for an illustration.

The following lemma shows that there is always a separating ray or a separating pair in any sequence $S$ of ray cuts that achieves some separation. The ray cuts in $S$ are executed until the first separation occurs. After separation each piece of material is handled independently.

![Figure 12: Let $S = r_1, \ldots, r_{10}$ be a sequence of executed ray cuts. $(r_3, r_7)$ and $(r_9, r_{10})$ are the only separating pairs; $r_5$ and $r_8$ are the only separating rays. However, $(r_1, r_5)$ is not a separating pair since $r_5$ is a separating ray.](image-url)
Lemma 4. Let $S = r_1, \ldots, r_s$ be a sequence of ray cuts executed in this order and achieving some separation. Then either there is a separating ray or a separating pair in $S$.

Proof. Consider the subsequence $S' = r_1, \ldots, r_t$ where $t \leq s$, such that the first separation occurs when $r_t$ is executed. If $r_t$ is a separating ray, we are done. Now assume that $r_t$ is not a separating ray. Since separation is achieved only after $r_t$ is executed, then it must be the case that $r_t$ forms a separating pair with some previously executed ray cut $r_i \in S'$, with $i < t$, i.e., $W(r_t, r_i) \cap P$ is not empty.

A ray is called canonical if it passes through at least two polygon vertices (not necessarily of the same polygon). Clearly, there are $O(n^2)$ canonical rays in the given configuration. Any valid ray cutting sequence will repeatedly partition the given polygon collection using separating pairs or separating rays until each polygon has been separated out. A cutting sequence need not to contain canonical ray cuts. However, the following lemma shows that any valid separation can be achieved by using canonical ray cuts only. This observation is key for designing a polynomial-time ray cutting algorithm, based on finding appropriate canonical ray cuts for separation.

Lemma 5. Let $(r_1, r_2)$ be a separating pair. Then there exists a pair of canonical ray cuts $(r''_1, r''_2)$ that achieves the same effect as $(r_1, r_2)$ in terms of separability.

Proof. We transform the pair $(r_1, r_2)$ into the pair $(r''_1, r''_2)$ so that the two rays intersect at all times during the transformation; refer to Figure 13. Let $p$ be the intersection point of $r_1, r_2$ such that the pair separates $P' \subset P$. Translate $r_1$ towards $P'$ until it touches a polygon vertex, say $a$, and refer to this ray as $r'_1$. Similarly, translate $r_2$ towards $P'$ and obtain the ray $r'_2$ passing through $c$. Then $(r'_1, r'_2)$ is still a separating pair, where $r'_1, r'_2$ intersect at $p'$.

![Figure 13: Separating the set of polygons $P' \subset P$ (in light blue) using the canonical pair $(r''_1, r''_2)$.](image)

For a given a ray $r$, let $\pi_{\text{left}}(r)$ denote the open half plane to the left of $r$ and $\pi_{\text{right}}(r)$ denote the open half plane to the right of $r$. If $r'_1$ passes through $a$ only, we have the following two cases where $r''_1$ is obtained by rotating $r'_1$ around $a$ until it passes through a second polygon vertex $b$.

**Case 1:** If $a \in \pi_{\text{left}}(r'_2)$, rotate $r'_1$ clockwise around $a$.

**Case 2:** If $a \in \pi_{\text{right}}(r'_2)$ or $a \in r'_2$, rotate $r'_1$ counter-clockwise around $a$.

Similarly if $r'_2$ passes through $c$ only, we obtain $r''_2$ passing through vertices $c$ and $d$ by rotating $r'_2$ around $c$ in the following analogous way.
Case 1: If \( c \in \pi_{\text{left}}(r'_1) \) or \( c \in r'_1 \), rotate \( r'_2 \) clockwise around \( c \).

Case 2: If \( c \in \pi_{\text{right}}(r'_1) \), rotate \( r'_1 \) counter-clockwise around \( c \).

The canonical rays \( r''_1, r''_2 \) meet at \( p'' \) and can also separate \( P' \).

A rather straightforward argument also yields:

**Lemma 6.** Let \( r \) be a separating ray. Then there exists a canonical separating ray that achieves the same partition.

**Algorithm for cutting.** According to Lemmas 4, 5, 6, the existence of a canonical separating ray is first determined. If at least one exists, an arbitrary ray is chosen and the corresponding cut is executed. If no canonical separating ray exists, the existence of a canonical separating pair is determined. If at least one exists, an arbitrary pair is chosen and the corresponding cuts are executed. After separation the algorithm continues independently and recursively on each of the newly formed pieces; it terminates when every polygon has been separated from the rest. If no canonical separating ray or canonical separating pair exists at some point during the algorithm, \( P \) is reported as uncuttable.

As mentioned earlier, each ray cut is extended until it hits the interior of a polygon or the boundary of the current piece of material. (In some instances separation can be only achieved with separating rays, e.g., for a collection of stacked congruent axis-aligned rectangles.)

After each polygon in \( P \) has been separated out, it is cut out using ray cuts. This step can be achieved by considering one end extensions of the edges that have some material attached to them, to form the necessary ray cuts (refer to Observation 1).

**Analysis.** There are \( O(n^2) \) canonical ray cuts and \( O(n^4) \) canonical pairs of ray cuts in any given configuration. Hence we have \( O(n^4) \) ways to cut in total. Verifying whether a canonical pair is a separating pair and a canonical ray is a separating ray can be done in \( O(n) \) time. In the worst case, we need to execute \( O(n) \) canonical separating pairs and rays. After each execution, the bookkeeping of separation and creation of new pieces can be performed in \( O(n) \) time. Thus, separation of the polygons can be achieved in \( O(n^6) \) time. After the separation step, in \( O(n) \) time we can remove the pieces of material adjacent to the edges of the polygons. Hence the overall running time of the algorithm is \( O(n^6) \). This completes the proof of Theorem 5.

**Line Cuts.** The above algorithm can be easily adapted for cutting out polygon collections using line cuts instead of ray cuts. Similar to the approach described above, we will use only canonical separating lines and since there are \( O(n^2) \) of them, the algorithm would run in \( O(n^4) \) time.

### 6. Open problems

1. The obvious remaining open problem is devising an algorithm, which, given a collection of disjoint polygons in the plane determines whether it is cuttable by a segment saw, and computes a suitable cutting sequence if it is. We conjecture that the problem admits a polynomial-time algorithm.

2. Can the cutting algorithm presented in Section 5 (or its analysis) be substantially improved? Is there a substantially faster algorithm?
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